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RESUMO

A adoção de métodos de desenvolvimento ágil cresceu nos últimos anos. Os métodos ágeis tratam a
Especificação de Requisitos de Software (SRS) de forma diferente dos métodos de desenvolvimento tradicionais.

As ‘User Stories’ são uma das abordagens mais amplamente utilizadas para especificar requisitos em projetos
ágeis. No entanto, estudos empíricos na indústria apontam que as USs são direcionadas aos clientes, cobrem

apenas requisitos simples e funcionais visíveis para os usuários e não abordam requisitos de sistema e não
funcionais. A abordagem de Especificação de Requisitos para Desenvolvedores (RSD) visa fornecer informações

mais próximas das necessidades de desenvolvimento. Este artigo apresenta um estudo empírico avaliando a
abordagem RSD em um caso industrial.
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ABSTRACT
Agile Software Development (ASD) adoption has grown in recent
years. The agile methods treat the Software Requirements
Specification (SRS) differently from the traditional development
methods. User stories are one of the most widely used approaches
to specifying requirements in agile projects. However, empirical
studies in the industry point out that user stories are targeted to
customers, only cover simple, functional requirements visible to
the users, and do not address system and non-functional
requirements. The Requirements Specification for Developers
(RSD) approach aims to provide information closer to
development needs. This paper presents an empirical study
evaluating the RSD approach in an industrial case.

Keywords
Software requirements specifications, Agile software
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1. Introduction
The 15th Annual State of Agile Report, conducted by

VersionOne[1], showed that software development teams'
adoption of Agile methods has increased from 37% in 2020 to
86% in 2021. However, 46% of respondents pointed out
inconsistencies in processes and practices are the most significant
Agile adoption barrier. In particular, some studies have identified
problems related to the requirements engineering activities, such
as low availability of the customer, ambiguity of requirements
artifacts, and the management of requirements due to frequent
changes [2-5].

User stories have become the most commonly used
requirements notation in agile projects[6-7]. By definition, a user
story is an informal, general explanation of a software feature
written from the end user's perspective. User stories' purpose is to
articulate how a software feature will provide value to the
customer. However, it does not address system and non-functional
requirements, which are essential for an engineer to properly
code, test, and maintain certain features.

Consequently, developers consider that software
requirement specifications based on User Stories are brief, vague,
ambiguous, and insufficient for capturing the complexities of the
up-front design.[4,8]. The Requirements Specifications for

Developers (RSD) seeks to provide an integrated view of the
requirements linking the benefits of identifying the problem
domain concepts (conceptual modeling), the visual representation
of interface requirements (mockups), the business rules,
nonfunctional requirements, and technical constraints (acceptance
criteria). Motivated by this scenario, we conducted an empirical
study, evaluating the RSD approach [9] content and how its uses
affect teamwork.

Empirical studies in the context of requirements
specification activities have been developed for a long time.
However, most studies were not conducted in the context of Agile
Software Development. According to Schön et al. [12], agile
practices in Requirements Engineering need additional attention
as a research theme. More empirical studies are required to
understand the impact of agile methods in Requirements
Engineering.

This study aimed to evaluate the impact of the RSD in
practice and identify its strengths and limitations. Results showed
the engineers believe the approach provides more effectiveness in
visualizing and understanding requirements. However, a
proprietary platform for using the method may be necessary to use
its capabilities thoroughly.

The remainder of this paper was organized as follows:
Section 2 presents an overview of the RSD approach. Section 3
describes the methodology used. Section 4 presents the results of
the case study. Some related work is discussed in Section 5.
Finally, Section 6 presents our conclusions and direction for future
work.

2. RSD Approach overview
The RSD approach[9] replaces User Stories or other

SRS methods in ASD. The approach structures customer needs
and system requirements using a single view that integrates three
perspectives. The first perspective models the business concepts
(entities, attributes, and relationships). The second describes the
acceptance criteria representing the business rules and technical
requirements, NFR, or other constraints. The third describes the
visual interface elements between the system and the user
(mockups). Thus, it provides a more comprehensive requirements
coverage when compared to User Stories, which only addresses
user requirements.

The approach does not impose any particular tool to
create and maintain artifacts and acceptance criteria items. RSD



can be used with XP, Scrum, or any other agile method where the
client validates the requirements through working software, as
established in the Agile Manifesto[11]. RSD approach focuses on
the development team, and the RSR produced is not intended to
be used as a mechanism for requirements validation with the
customer.

2.1 Design and structure of the RSD
approach

Fig 1. Structure of RSD artifact.



To illustrate the use of the RSD approach, Fig. 1 shows
the RSD artifact related to the sign-in of a web application system.
We can see that in addition to the application description and other
data, we also have a mockup that defines an outline of how the
page should be implemented and describes the acceptance criteria
associated not only with the application but specifically for each
widget. The RSD approach proposes the adoption of three
well-established design practices that make the SRS targeted to
the software engineer: Conceptual Modeling, Mockups Modeling
and Specification of Acceptance Criteria (AC+, an extension of
the Acceptance Criteria to be further explained in this section).

We can break the RSD artifact into five parts:

● High-Level Description
○ Identifies the requirement. This section

includes Label, High-Level description,
priority, requestor stakeholder, and sprint in
which it will be implemented.

● Mockup
○ If applicable, the mockup allows visualization

of the data and how they will be presented in
the system, facilitating teamwork
development.

● Widget
○ Presents the widget present in the mockup

model.
● Data Entities

○ Presents the data entities and attributes
extracted from the conceptual model, which
are related to each widget.

● Acceptance Criteria
○ Presents the ID of the Acceptance Criteria.

Acceptance Criteria are supposed to be
re-used in the RSD Approach. They are
written in another table and referenced by ids
in the artifacts.

2.2 Acceptance Criteria Plus
An essential aspect of the RSD approach is Acceptance

Criteria + (AC+), an extension of the Acceptance Criteria concept.
AC+ defines not only business rules but also validation rules,
interface, technical, or any other type of constraint necessary for
the system coding. They can be classified into six types:

● Business - Represents a restriction related to the nature
of the business.

● Validation - Represents some validation the application
needs to perform but is not directly related to the
business.

● Interface - Represents any restriction related to the user
interface.

● Technical - Represents a technical restriction on how
the solution should be implemented.

● Non-Functional - Represents concerns about tracking
quality.

● Other - When it does not fit in any of the previous
types.

Table 1
Acceptance Criteria Examples.

Id Description type

09 Login using
google account
must be enabled on
Keycloak.

T

18 Email field must
be auto-completed
if previously done
in the login screen

I

02 Username and
email should be
considered as login
options

B

07 Before sending a
request, frontend
should  validate
that all fields were
filled out.

V

24 Authentication
must be available
99.99% of the time

N

22 'Password' field
must hide what is
being typed

I

25 To save, it is
necessary that all
required fields (*)
are filled

V

26 The dropdown list
must only display
active clients

B

40 Failed webhooks
notifications must
be placed in an
SQL table so that a
new attempt can be
made.

T

41 Notification retries
must be made
every 1 hour
within the 24 hour
period and
discarded
thereafter.

B

A requirement may have many AC+s with different
priorities than can also be allocated to different sprints. New
AC+s can be identified at any moment throughout the



development process. Some examples of AC+s  are presented in
Table 1.

Acceptance criteria are associated with id's so that reuse
is possible. The type of language used in each varies according to
the kind of AC+. For example, the AC+ of ID 40 is of the
technical category and talks about handling errors in webhook
notifications. Therefore, in the description, we can find a much
more technical language, such as database technologies.
Meanwhile, in business-related AC+, the language is more
informal and does not go into technical implementation details.
Like in AC+ #26 where the content of a dropdown is discussed.

Different requirements may reuse AC+s. Reuse also can
occur in the same RSD. Two or more widgets may share the same
AC+, for example. Some AC+ has nothing to do with widgets,
such as AC+ regarding the implementation of algorithms or
non-functional requirements,  for example. In that case, they must
be added in a row with the column 'widget' blank. Some Widgets
are also not related to any data entities and should also be added
in a row with the column ‘concept’ blank.

3. Methodology
The goal of the study was to qualitatively assess how

the RSD approach works in practice. The studies followed a
protocol that describes the procedures to collect and analyze the
data. An interview script was built to guide the interviews with the
software engineers. We intend to answer the following Research
Questions:

● RQ1: How does the team evaluate the SRS produced
using the RSD approach?

● RQ2: How does the RSD approach affect teamwork?

To properly evaluate the effectiveness of the RSD
approach, we should consider the following aspects:

● The interaction between the development team and the
customer. Collaboration with the customer is essential in
every step of a development cycle. Furthermore, it is
necessary to observe if the RSD approach decreases
stakeholder dependence during the development stage.

● How the use of the approach influences the
understanding of the demands. The objective of the
RSD approach is, among many, to promote less
ambiguity in requirements, promote reuse and avoid
rework. To assess these factors, it is necessary to look at
the effects of the approach within a real context.

Since there are some real-world variables to take into
account, the reductionism of a controlled experiment would not be
appropriate in our case. Consequently, we chose case study as the
research method to evaluate the RSD approach. Thus, we
conducted one empirical qualitative case study to assess the
effectiveness of the approach in practice.

3.1 Participants
The case study was conducted over 1 month in the

development of a customer service system for a digital marketing
company. The scope of the project ranges from registering new
customers to generating customer follow-up presentations. The
development team consisted of four software engineers and the
company uses traditional Scrum practices. The method used to

specify requirements was User Stories from the beginning of the
company's software projects.

3.2 Study Procedure
The team adopted the RSD approach in a new project

for the period of two sprints. Each sprint lasted for two weeks.
Several Scrum and XP practices were well established in the
project, such as backlog, frequent releases, continuous integration,
and retrospective. The developer team was composed of four
engineers where one of them also played the software analyst role.
All of them had at least two years of experience with ASD
practices. The analyst elaborated the RSD in collaboration with
the other engineers and the internal product owner during the
planning session before the beginning of each sprint. Artifacts
were updated throughout the sprint when discoveries were made
regarding the requirement. The team managed the product
backlog in the Jira software. All the RSD were written in
Atlassian Jira. Javascript language was used to code the
requirements. The analyst used the Pencil tool for modeling the
mockups.

There was a conversation with the development team to
introduce the approach. Examples were presented to demonstrate
the differences between the RSD approach and user stories. A
demo planning was also made to clarify doubts and make the team
familiar with the approach. In the demo planning, we produced 6
RSD artifacts regarding a fictional game statics software. The
paper's author is part of the engineering team and conducted the
sprint planning where artifacts were made together with the entire
team.

Observations were made during the daily meetings
where the team was induced to comment on the impressions they
were having using the RSD approach so far. Throughout two
sprints of 2 weeks each, the team created 14 RSD documents.
There was no comparison with another group not using the
approach. Each document was evaluated by the software engineer
in charge of coding it. They were asked to evaluate with a score
from 1 to 5 in the following items: Objectivity, Clearness, and
completeness of scope. This assessment was based on a list of
factors that affect ASD requirements engineering[13].

Interviews were conducted individually with each of the
developers involved at the end of the second sprint. Before the
start, it was explained to the interviewee that the purpose of the
interview was to assess the approach and suggest improvements.
The questions were prepared sequentially, but the interviews were
conducted freely. If the respondent showed interest in
commenting on a specific point, the interviewer would skip to the
related question and return to the script afterward. The following
script was prepared to conduct the interviews:

● Q1: What roles did you play in the project?
● Q2: How were the requirements specified in the projects

you worked on previously?
● Q3: Can you describe what you think is the ideal SRS

for the developer?
● Q4: On a scale of one (inadequate) to five (very

adequate), how do you assess the structure of RSD?



● Q5: Could you point out the main differences between
the RSD approach and the methodologies you've used in
the past?

● Q6: How do you assess the reuse of requirements in the
project?

● Q7: Do you consider that the use of the approach
reduced the frequency of interactions with the customer
to resolve doubts during the development process?

● Q8: Did you notice anything specific about the approach
that improved your performance?

● Q9: Did you notice anything specific about the approach
that worsened your performance?

● Q10: Using a discrete scale (lower, equal, higher), how
do you evaluate the effort required to specify using the
RSD approach compared to others approaches you have
used before? Do you think it is worth it?

● Q11: What changes would you like to make in the RSD
approach?

The interviews were recorded and then transcribed.
Relevant excerpts from the interviews were highlighted and given
tags describing what was being said to group similar responses.
The data collected in the interviews were then triangulated with
the data obtained in the evaluations of the RSD artifacts and the
observations made during the study to increase the credibility of
the data.

4. Results
In this section, we present the evaluation results by

organizing them by research questions.

4.1 How does the team evaluate the SRS
produced?

The developer team evaluated each RSD artifact they
worked on, considering two aspects: content and structure. During
the two sprints, 14 artifacts were created with 55 AC+s in total.

● Content:

All RSD artifacts were evaluated in
compliance with all quality factors. In the Q8 interview
script, mockups were presented as a performance
improvement factor by 75% of respondents. 93% (13)
of the artifacts were described without ambiguity. The
artifact that was considered ambiguous did not clarify
how the system should technically handle the deletion
of a specific entity. It was not clear whether the system
should do a hard delete or a soft delete.

The team considered 86% of the RSD artifacts
sufficient to be implemented without consulting
complementary sources. One of the artifacts judged as
insufficient to implement by the responsible developer
had a lack of business AC+ related to an alternative use
flow of the feature. The other one lacked technical AC+,
as some complexities related to implementation had not
been taken into account. Considering this, we can
conclude that the reported problems are not related to
the content of the approach but rather because the team
neglected some aspects of certain features during the
planning phase.

We asked the engineers to compare the SRS
produced by the RSD approach and the methodologies

they have used in the past in Q5 and Q10. Old artifacts
are accessible in the project management tool, but
respondents were not asked to review them prior to the
interview. All participants claimed that they used User
Stories in past experiences to produce SRS. The fact
that RSD is designed for the developer was mentioned
in two of the interviews. Mockups were also mentioned
in two interviews as a pro RSD factor. Only one
respondent evaluated that the effort required to produce
an RSD artifact is more significant than other
methodologies, as highlighted by Interviewee #2: “The
effort is higher because it is necessary to draw the
mockup. However, I think it is worth it.”.

When asked whether they thought that the
SRS produced with the RSD approach was better than
others they had already used, all responded positively.
However, one of the engineers mentioned that he
believed that the same result could be achieved using
User Stories. He believes that although the structure of
the approach provides a more aligned view of what
developers need, the determining factor for projects
with incomplete SRSs is because teams neglect the
planning phases in developing a feature.

“I believe the same result can be achieved
using User Stories, but teams tend to neglect the effort
required to produce good SRS" Interviewee #4, Q5.

● Structure

Some questions were focused on how the
RSD approach structures data. The approach was
evaluated as very adequate by most respondents (3) and
adequate by the other. In Q6, most respondents pointed
out that it is hard to keep AC+ organized and reuse them
without a proper tool to catalog and search them.
Traceability was compromised because the team made
the relationship between AC+ and requirements
manually on sprint planning. The approach does not
define any specific tools for organizing the requirements
and acceptance criteria. One of the interviewees
mentioned in Q11 that he would like the AC+ to be
embedded within the artifact to avoid checking two
different documents. On the other hand, the team did
not report any problem regarding using the Pencil tool
for elaboration of mockups.

"I think the RSD structure itself is fine, but a
tool of its own would be beneficial since it is difficult to
catalog and reuse AC+ manually. Also, it is painful to
have to check the content of AC+ in another document.
So it would be better if they were embedded in the
requirements". Interviewee #4, Q11.

In Q8, mockups were mentioned as a factor
that increases engineers' productivity, as they have a
simple and objective view of what should be
implemented.



4.2 How does the RSD approach affect
teamwork?

Only one engineer reported the effort to create an RSD
artifact as higher than other approaches. The effort was considered
higher because it is necessary to draw the mockups. However, the
engineer pointed out it was worth it because mockups help
visualize the feature. He pointed out that despite believing that
more significant effort is needed in the planning phase, the effort
is reduced in the development phase.

In Q8, mockups were mentioned as a factor that
increases engineers' productivity, as they have a simple and
objective view of what should be implemented. When asked if
they thought the approach reduced the frequency of interaction
with stakeholders during the development process, almost all
respondents indicated that using the approach decreased the
frequency. Only one engineer pointed out that he did not notice
any differences in this aspect. He mentioned that although
mockups are good for visualizing features, interactions with
stakeholders are still necessary for detail alignment. Some details
are only observed when the developer is going to code the
requirement, and therefore, it is necessary to consult stakeholders
and add new information to the RSD artefact in the middle of the
development process.

Acceptance tests were done by the internal Product
Owner using the RSD as a reference. Some interviewees
mentioned that this helped the feature validation process and the
understanding of what was wrong or missing. Previously,
acceptance tests were done arbitrarily, only considering how the
internal Product Owner imagined the final solution. Respondents
pointed out that the RSD artifact helped them have a more
transparent and accurate idea of ​​what was expected and reduced
rework. When a feature was not accepted, the product owner
indicated to the developer which AC+ was missing or wrongly
implemented.

5. Related Work
In this section, we discuss some other Empirical Studies

to evaluate the effectiveness of the RSD approach. One work
assessing the RSD approach in two industrial cases was identified.
In a work published in 2019[10], the approach was conducted for
12 months in one of the projects and 3 in the other. The engineer
responsible for coding the feature evaluated the artifact
individually, and one interview was conducted with each engineer
at the end of the study. The study interviewed 14 engineers in
total, and the result shows that in the long term, the lack of a
specific tool to use the approach hinders its use. On the other
hand, as in our study, the results regarding the content of the RSD
artifacts were positive. One of the case studies pointed out that the
team tends to neglect AC+s related to non-functional
requirements. Therefore, it was suggested that the approach have
an initial catalog of non-functional requirements.

6. Conclusions
The study aimed to evaluate the use of the RSD

approach in practice and identify its strengths and limitations. The
details of the study procedures have been detailed and can be used
in other contexts to develop new studies.

For RQ1, the results show that the approach met the
engineers' expectations and provided a more suitable view of what
should be coded. The interviewed engineers considered that

artifacts produced using the RSD approach are more suitable for
implementation than the previously used approaches.

For RQ2, the result suggests that using the method adds
little or no additional effort to the specification activity and can
reduce the effort to code, test, and maintain software. It was also
suggested that mockups might lessen the frequency of iterations
with stakeholders during the development process. On the other
hand, the team found it difficult to reuse AC+ completely. The
fact that there is no specific tool for using the approach makes the
process of cataloging and searching for acceptance criteria costly.
The fact that AC+ was not embedded in the artifact page emerged
as a factor in decreasing productivity, as it is necessary to check
two separate documents.

This paper and related works show the RSD approach
promotes a promising technique for specifying requirements in
agile software development. However, a tool must be explicitly
created for the application of the methodology. For example, an
open-source application could be developed initially just as a
repository to store and search AC+ and evolve into a complete
platform where artifacts are created and stored in one place.

More evaluations of the RSD approach are still required
to assess, for example, its impact on knowledge transfer between
team members, how it works in different contexts like
open-source projects, and how it performs with large distributed
teams. In addition, an experiment directly comparing the approach
with other methodologies already consolidated in the market
would be interesting to understand the advantages of its use better.
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